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Problem Statement: Abalone Age Prediction

# Download the dataset: Dataset

1. **Load the dataset into the tool.**

import numpy as np import pandas as pd

ds=pd.read\_csv("abalone.csv")

*# Rings / integer / -- / +1.5 gives the age in years*

ds['Age']=ds["Rings"]+1.5 ds.head(5)

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Sex weight | | Length  \ | Diameter | Height | Whole | weight | Shucked | weight | Viscera |
| 1. M   0.1010   1. M | | 0.455  0.350 | 0.365  0.265 | 0.095  0.090 |  | 0.5140  0.2255 |  | 0.2245  0.0995 |  |
| 0.0485  2 F | | 0.530 | 0.420 | 0.135 |  | 0.6770 |  | 0.2565 |  |
| 0.1415  3 M | | 0.440 | 0.365 | 0.125 |  | 0.5160 |  | 0.2155 |  |
| 0.1140  4 I | | 0.330 | 0.255 | 0.080 |  | 0.2050 |  | 0.0895 |  |
| 0.0395 | |  |  |  |  |  |  |  |  |
|  | Shell weight | | Rings | Age | | | | | |
| 0 | 0.150 | | 15 | 16.5 | | | | | |
| 1 | 0.070 | | 7 | 8.5 | | | | | |
| 2 | 0.210 | | 9 | 10.5 | | | | | |
| 3 | 0.155 | | 10 | 11.5 | | | | | |
| 4 | 0.055 | | 7 | 8.5 | | | | | |

# Perform Below Visualizations.

* **Univariate Analysis**

# Bi-Variate Analysis

* **Multi-Variate Analysis**

*# univarient analysis #frequency table for age*

ft = ds1['Age'].value\_counts()

print("Frequency table for Age is given below") print("{}\n\n\n".format(ft))

*# mean*

print("Mean, Median, std \n") ma=ds1['Age'].mean() *#mean of age*

mh = ds1['Height'].mean() *#mean of height*

mel = ds1['Length'].median() *#median value of length*

stw = ds1['Whole weight'].std() *#standard devation of whole weight*

*#chart*

import matplotlib.pyplot as plt *# library for plot or graph*

import seaborn as sns

plt.subplot(1,2,1)

ch = ds1.boxplot(column='Diameter',grid=True,color ='red') plt.title('Box plot')

plt.subplot(1,2,2)

DC = sns.kdeplot(ds1['Diameter']) plt.title('Density Curve')

print("1-mean of age = ",ma) print("2-mean of height = ",mh)

print("3-median value of length = ",mel)*#*

print("4-standard devation of whole weight = ",stw) print("5-frequency table for rings = \n {}" .format(fre)) print("\nChart\n\n6-boxplot of Diameter",flush=True)

Frequency table for Age is given below

|  |  |
| --- | --- |
| 11.5 | 32 |
| 10.5 | 28 |
| 8.5 | 20 |
| 9.5 | 18 |
| 13.5 | 17 |
| 12.5 | 16 |
| 14.5 | 13 |
| 15.5 | 11 |
| 16.5 | 10 |
| 17.5 | 7 |
| 6.5 | 6 |

|  |  |
| --- | --- |
| 7.5 | 5 |
| 21.5 | 4 |
| 5.5 | 4 |
| 20.5 | 3 |
| 19.5 | 3 |
| 22.5 | 2 |
| 18.5 | 1 |
| Name: | Age, dtype: int64 |

Mean, Median, std

1-mean of age = 12.235

2-mean of height = 0.13482500000000003 3-median value of length = 0.53

4-standard devation of whole weight = 0.48292555269001314 5-frequency table for rings =

|  |  |
| --- | --- |
| 10 | 32 |
| 9 | 28 |
| 7 | 20 |
| 8 | 18 |
| 12 | 17 |
| 11 | 16 |
| 13 | 13 |
| 14 | 11 |
| 15 | 10 |
| 16 | 7 |
| 5 | 6 |
| 6 | 5 |
| 20 | 4 |
| 4 | 4 |
| 19 | 3 |
| 18 | 3 |
| 21 | 2 |
| 17 | 1 |

Name: Rings, dtype: int64 Chart

6-boxplot of Diameter
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*#multi-varient analysis*

import matplotlib.pyplot as plt import seaborn as sns

ds1=ds.head(200)

df=sns.countplot(x="Viscera weight",hue='Sex',data=ds1)

print(df) AxesSubplot(0.125,0.125;0.775x0.755)

![](data:image/png;base64,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)

# Perform descriptive statistics on the dataset.

ds.describe()

Length Diameter Height Whole weight Shucked

weight \

count 4177.000000 4177.000000 4177.000000 4177.000000

4177.000000

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| mean 0.359367  std | | 0.523992  0.120093 | 0.407881  0.099240 | 0.139516  0.041827 | 0.828742  0.490389 |
| 0.221963  min | | 0.075000 | 0.055000 | 0.000000 | 0.002000 |
| 0.001000 | |  |  |  |  |
| 25% | | 0.450000 | 0.350000 | 0.115000 | 0.441500 |
| 0.186000 | |  |  |  |  |
| 50% | | 0.545000 | 0.425000 | 0.140000 | 0.799500 |
| 0.336000 | |  |  |  |  |
| 75% | | 0.615000 | 0.480000 | 0.165000 | 1.153000 |
| 0.502000  max | | 0.815000 | 0.650000 | 1.130000 | 2.825500 |
| 1.488000 | |  |  |  |  |
|  | Viscera weight | | Shell weight | Rings | Age |
| count | 4177.000000 | | 4177.000000 | 4177.000000 | 4177.000000 |
| mean | 0.180594 | | 0.238831 | 9.933684 | 11.433684 |
| std | 0.109614 | | 0.139203 | 3.224169 | 3.224169 |
| min | 0.000500 | | 0.001500 | 1.000000 | 2.500000 |
| 25% | 0.093500 | | 0.130000 | 8.000000 | 9.500000 |
| 50% | 0.171000 | | 0.234000 | 9.000000 | 10.500000 |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 75% | 0.253000 | 0.329000 | 11.000000 | 12.500000 |
| max | 0.760000 | 1.005000 | 29.000000 | 30.500000 |

# Check for Missing values and deal with them.

ds.info()

<class 'pandas.core.frame.DataFrame'> RangeIndex: 4177 entries, 0 to 4176 Data columns (total 10 columns):

# Column Non-Null Count Dtype

* 1. Sex 4177 non-null object
  2. Length 4177 non-null float64
  3. Diameter 4177 non-null float64
  4. Height 4177 non-null float64
  5. Whole weight 4177 non-null float64
  6. Shucked weight 4177 non-null float64
  7. Viscera weight 4177 non-null float64
  8. Shell weight 4177 non-null float64
  9. Rings 4177 non-null int64
  10. Age 4177 non-null float64 dtypes: float64(8), int64(1), object(1) memory usage: 326.5+ KB

ds.isnull().sum() Sex 0

Length 0

Diameter 0

Height 0

Whole weight 0

Shucked weight 0

Viscera weight 0

Shell weight 0

Rings 0

Age 0

dtype: int64 ds.notnull()

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | Sex | Length | Diameter | Height | Whole weight | Shucked weight | \ |
| 0 | True | True | True | True | True | True |  |
| 1 | True | True | True | True | True | True |  |
| 2 | True | True | True | True | True | True |  |
| 3 | True | True | True | True | True | True |  |
| 4 | True | True | True | True | True | True |  |
| ... | ... | ... | ... | ... | ... | ... |  |
| 4172 | True | True | True | True | True | True |  |
| 4173 | True | True | True | True | True | True |  |
| 4174 | True | True | True | True | True | True |  |
| 4175 | True | True | True | True | True | True |  |

4176 True True True True True True

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Viscera | weight | Shell weight | Rings | Age |
| 0 |  | True | True | True | True |
| 1 |  | True | True | True | True |
| 2 |  | True | True | True | True |
| 3 |  | True | True | True | True |
| 4 |  | True | True | True | True |
| ... |  | ... | ... | ... | ... |
| 4172 |  | True | True | True | True |
| 4173 |  | True | True | True | True |
| 4174 |  | True | True | True | True |
| 4175 |  | True | True | True | True |
| 4176 |  | True | True | True | True |

[4177 rows x 10 columns]

# Find the outliers and replace them outliers

*#occurence of outliers*

*#a data point in a data set that is distant from all other observations*

sns.boxplot(ds.Diameter)

/home/lokesh/anaconda3/lib/python3.9/site-packages/seaborn/

\_decorators.py:36: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.

warnings.warn(

<AxesSubplot:xlabel='Diameter'>

![](data:image/png;base64,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)

Q1= ds.Diameter.quantile(0.25) Q3=ds.Diameter.quantile(0.75)

IQR=Q3-Q1 *#spread the middle values are*

upper\_limit =Q3 + 1.5\*IQR lower\_limit =Q1 - 1.5\*IQR

ds['Diameter'] = np.where(ds['Diameter']>upper\_limit,30,ds['Diameter'])

sns.boxplot(ds.Diameter)

/home/lokesh/anaconda3/lib/python3.9/site-packages/seaborn/

\_decorators.py:36: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.

warnings.warn(

<AxesSubplot:xlabel='Diameter'>

![](data:image/png;base64,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)

# Check for Categorical columns and perform encoding.

from sklearn.preprocessing import LabelEncoder le = LabelEncoder()

ds1['Sex'] = le.fit\_transform(ds1['Sex']) ds1

*# 0 = female, 1 = infant, 2 = male*

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Sex | Length | Diameter | | Height | Whole | weight | Shucked | weight | \ |
| 0 | 2 | 0.455 | 0.365 | | 0.095 |  | 0.5140 |  | 0.2245 |  |
| 1 | 2 | 0.350 | 0.265 | | 0.090 |  | 0.2255 |  | 0.0995 |  |
| 2 | 0 | 0.530 | 0.420 | | 0.135 |  | 0.6770 |  | 0.2565 |  |
| 3 | 2 | 0.440 | 0.365 | | 0.125 |  | 0.5160 |  | 0.2155 |  |
| 4 | 1 | 0.330 | 0.255 | | 0.080 |  | 0.2050 |  | 0.0895 |  |
| .. | ... | ... | ... | | ... |  | ... |  | ... |  |
| 195 | 2 | 0.500 | 0.405 | | 0.155 |  | 0.7720 |  | 0.3460 |  |
| 196 | 0 | 0.505 | 0.410 | | 0.150 |  | 0.6440 |  | 0.2850 |  |
| 197 | 2 | 0.640 | 0.500 | | 0.185 |  | 1.3035 |  | 0.4445 |  |
| 198 | 2 | 0.560 | 0.450 | | 0.160 |  | 0.9220 |  | 0.4320 |  |
| 199 | 2 | 0.585 | 0.460 | | 0.185 |  | 0.9220 |  | 0.3635 |  |
|  | Viscera weight | | | Shell | weight | Rings | Age | | | |
| 0 | 0.1010 | | |  | 0.150 | 15 | 16.5 | | | |
| 1 | 0.0485 | | |  | 0.070 | 7 | 8.5 | | | |
| 2 | 0.1415 | | |  | 0.210 | 9 | 10.5 | | | |
| 3 | 0.1140 | | |  | 0.155 | 10 | 11.5 | | | |
| 4 | 0.0395 | | |  | 0.055 | 7 | 8.5 | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| .. | ... | ... | ... | ... |
| 195 | 0.1535 | 0.245 | 12 | 13.5 |
| 196 | 0.1450 | 0.210 | 11 | 12.5 |
| 197 | 0.2635 | 0.465 | 16 | 17.5 |
| 198 | 0.1780 | 0.260 | 15 | 16.5 |
| 199 | 0.2130 | 0.285 | 10 | 11.5 |

[200 rows x 10 columns]

# Split the data into dependent and independent variables.

*#Splitting the Dataset into the Independent Feature Matrix*

x = ds1.iloc[:, 0:9] x

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Sex | Length | | Diameter | | Height | Whole | weight | Shucked | weight | \ |
| 0 | 2 | 0.455 | | 0.365 | | 0.095 |  | 0.5140 |  | 0.2245 |  |
| 1 | 2 | 0.350 | | 0.265 | | 0.090 |  | 0.2255 |  | 0.0995 |  |
| 2 | 0 | 0.530 | | 0.420 | | 0.135 |  | 0.6770 |  | 0.2565 |  |
| 3 | 2 | 0.440 | | 0.365 | | 0.125 |  | 0.5160 |  | 0.2155 |  |
| 4 | 1 | 0.330 | | 0.255 | | 0.080 |  | 0.2050 |  | 0.0895 |  |
| .. | ... | ... | | ... | | ... |  | ... |  | ... |  |
| 195 | 2 | 0.500 | | 0.405 | | 0.155 |  | 0.7720 |  | 0.3460 |  |
| 196 | 0 | 0.505 | | 0.410 | | 0.150 |  | 0.6440 |  | 0.2850 |  |
| 197 | 2 | 0.640 | | 0.500 | | 0.185 |  | 1.3035 |  | 0.4445 |  |
| 198 | 2 | 0.560 | | 0.450 | | 0.160 |  | 0.9220 |  | 0.4320 |  |
| 199 | 2 | 0.585 | | 0.460 | | 0.185 |  | 0.9220 |  | 0.3635 |  |
|  | Viscera | | weight | | Shell | weight | Rings | | | | |
| 0 |  | | 0.1010 | |  | 0.150 | 15 | | | | |
| 1 |  | | 0.0485 | |  | 0.070 | 7 | | | | |
| 2 |  | | 0.1415 | |  | 0.210 | 9 | | | | |
| 3 |  | | 0.1140 | |  | 0.155 | 10 | | | | |
| 4  .. 195 |  | | 0.0395  ... 0.1535 | |  | 0.055  ... 0.245 | 7  ... 12 | | | | |
| 196 |  | | 0.1450 | |  | 0.210 | 11 | | | | |
| 197 |  | | 0.2635 | |  | 0.465 | 16 | | | | |
| 198 |  | | 0.1780 | |  | 0.260 | 15 | | | | |
| 199 |  | | 0.2130 | |  | 0.285 | 10 | | | | |

[200 rows x 9 columns]

*#Extracting the Dataset to Get the Dependent Vector*

y = ds1.iloc[:,9:10] print(y)

Age

0 16.5

|  |  |  |
| --- | --- | --- |
| 1 | 8.5 |  |
| 2 | 10.5 |  |
| 3 | 11.5 |  |
| 4 | 8.5 |  |
| .. | ... |  |
| 195 | 13.5 |  |
| 196 | 12.5 |  |
| 197 | 17.5 |  |
| 198 | 16.5 |  |
| 199 | 11.5 |  |
| [200 | rows | x 1 columns] |

# Scale the independent variables

*#scaling the independent variables using scale and MinMaxScaler*

from sklearn.preprocessing import scale

from sklearn.preprocessing import MinMaxScaler mm = MinMaxScaler()

x\_scaled = mm.fit\_transform(x) y\_scaled = mm.fit\_transform(y)

x\_scaled

array([[1. , 0.51351351, 0.52808989, ..., 0.17680075,

0.14070352,

0.64705882],

[1. , 0.32432432, 0.30337079, ..., 0.07857811,

0.06030151,

0.17647059],

[0. , 0.64864865, 0.65168539, ..., 0.2525725 ,

0.20100503,

0.29411765],

...,

[1. , 0.84684685, 0.83146067, ..., 0.4808232 ,

0.45728643,

0.70588235],

[1. , 0.7027027 , 0.71910112, ..., 0.32086062,

0.25125628,

0.64705882],

[1. , 0.74774775, 0.74157303, ..., 0.38634238,

0.27638191,

0.35294118]])

y\_scaled array([[0.64705882],

[0.17647059],

[0.29411765],

[0.35294118],

[0.17647059],

[0.23529412],

[0.94117647],

[0.70588235],

[0.29411765],

[0.88235294],

[0.58823529],

[0.35294118],

[0.41176471],

[0.35294118],

[0.35294118],

[0.47058824],

[0.17647059],

[0.35294118],

[0.17647059],

[0.29411765],

[0.41176471],

[0.35294118],

[0.47058824],

[0.29411765],

[0.35294118],

[0.41176471],

[0.41176471],

[0.47058824],

[0.64705882],

[0.41176471],

[0.35294118],

[0.64705882],

[0.82352941],

[0.88235294],

[0.52941176],

[0.23529412],

[0.70588235],

[0.23529412],

[0.41176471],

[0.29411765],

[0.29411765],

[0.58823529],

[0.05882353],

[0.05882353],

[0. ],

[0.17647059],

[0.29411765],

[0.17647059],

[0.11764706],

[0.29411765],

[0.23529412],

[0.17647059],

[0.35294118],

[0.35294118],

[0.17647059],

[0.23529412],

[0.23529412],

[0.23529412],

[0. ],

[0.17647059],

[0.17647059],

[0.29411765],

[0.35294118],

[0.17647059],

[0.23529412],

[0.23529412],

[0.47058824],

[0.52941176],

[0.35294118],

[0.11764706],

[0.52941176],

[0.23529412],

[0.94117647],

[0.41176471],

[0.52941176],

[0.64705882],

[0.29411765],

[0.35294118],

[0.41176471],

[0.58823529],

[0.29411765],

[0.47058824],

[0.70588235],

[1. ],

[0.58823529],

[0.47058824],

[0.52941176],

[0.35294118],

[0.29411765],

[0.47058824],

[0.64705882],

[0.47058824],

[0.52941176],

[0.35294118],

[0.64705882],

[0.58823529],

[0.29411765],

[0.23529412],

[0.17647059],

[0.35294118],

[0.17647059],

[0.64705882],

[0.64705882],

[0.35294118],

[0.47058824],

[0.47058824],

[0.41176471],

[0.35294118],

[0.29411765],

[0.29411765],

[0.29411765],

[0.29411765],

[0.29411765],

[0.29411765],

[0.41176471],

[0.41176471],

[0.41176471],

[0.35294118],

[0.29411765],

[0.23529412],

[0.29411765],

[0.17647059],

[0.58823529],

[0.11764706],

[0.11764706],

[0.05882353],

[0.11764706],

[0.23529412],

[0.88235294],

[0.82352941],

[0.76470588],

[0.29411765],

[0.17647059],

[0.17647059],

[0.17647059],

[0.23529412],

[0.17647059],

[0.29411765],

[0.29411765],

[0.29411765],

[0.35294118],

[0.35294118],

[0.70588235],

[0.41176471],

[0.35294118],

[0.35294118],

[0.35294118],

[0.29411765],

[0.05882353],

[0. ],

[0.64705882],

[0.29411765],

[0.35294118],

[0.35294118],

[0.47058824],

[0.35294118],

[0.52941176],

[0.70588235],

[0.52941176],

[0.52941176],

[0.52941176],

[0.52941176],

[0.47058824],

[0.82352941],

[0.70588235],

[0.58823529],

[0.94117647],

[0.94117647],

[0.58823529],

[0.47058824],

[0.58823529],

[0.17647059],

[0.23529412],

[0.23529412],

[0.05882353],

[0.17647059],

[0.05882353],

[0.23529412],

[0. ],

[0.41176471],

[0.58823529],

[1. ],

[0.35294118],

[0.35294118],

[0.47058824],

[0.52941176],

[0.47058824],

[0.35294118],

[0.41176471],

[0.29411765],

[0.52941176],

[0.47058824],

[0.58823529],

[0.23529412],

[0.35294118],

[0.47058824],

[0.41176471],

[0.70588235],

[0.64705882],

[0.35294118]])

# Split the data into training and testing

from sklearn.model\_selection import train\_test\_split *# library for split the data into training and testing*

x\_train,x\_test,y\_train,y\_test = train\_test\_split(x\_scaled,y\_scaled,train\_size=0.80,test\_size = 0.20,random\_state=0)

x\_train

array([[0.5 , 0.17117117, 0.15730337, ..., 0.0261927 ,

0.01809045,

0.17647059],

[0. , 0.71171171, 0.69662921, ..., 0.34985968,

0.31155779,

0.47058824],

[0. , 0.73873874, 0.71910112, ..., 0.49672591,

0.27638191,

0.41176471],

...,

[1. , 0.48648649, 0.47191011, ..., 0.16651076,

0.15577889,

0.35294118],

[0. , 0.52252252, 0.5505618 , ..., 0.19363891,

0.14070352,

0.17647059],

[1. , 0.63963964, 0.68539326, ..., 0.42376052,

0.27638191,

0.23529412]])

y\_train array([[0.17647059],

[0.47058824],

[0.41176471],

[0.29411765],

[0.58823529],

[0.17647059],

[0.29411765],

[0.64705882],

[0.29411765],

[0.41176471],

[0.23529412],

[0.11764706],

[0.47058824],

[0.23529412],

[0. ],

[0.35294118],

[0.35294118],

[0.52941176],

[0.29411765],

[0.23529412],

[0.29411765],

[0.29411765],

[1. ],

[0.29411765],

[0.35294118],

[0.52941176],

[0.17647059],

[0.82352941],

[0.17647059],

[0.52941176],

[0.29411765],

[0.64705882],

[0.29411765],

[0.64705882],

[0.35294118],

[0.47058824],

[0.29411765],

[0.35294118],

[0.47058824],

[0.35294118],

[0.35294118],

[0.29411765],

[0.29411765],

[0.47058824],

[0.29411765],

[0.35294118],

[0.29411765],

[0.17647059],

[0.17647059],

[0.70588235],

[0.05882353],

[0.58823529],

[0.35294118],

[0.41176471],

[0.41176471],

[0. ],

[0.17647059],

[0.11764706],

[0.35294118],

[0.29411765],

[0.52941176],

[0.47058824],

[0.23529412],

[0.64705882],

[0.64705882],

[0.29411765],

[0.58823529],

[0.23529412],

[0.94117647],

[0.58823529],

[0.11764706],

[0.29411765],

[0.11764706],

[0.47058824],

[0.35294118],

[0.52941176],

[0.29411765],

[0.47058824],

[0.23529412],

[0.41176471],

[0.47058824],

[0.41176471],

[0.47058824],

[0.35294118],

[0.17647059],

[0.29411765],

[0.35294118],

[0.41176471],

[0.70588235],

[0.64705882],

[0.94117647],

[0.35294118],

[0.58823529],

[0.17647059],

[0.35294118],

[0.17647059],

[0.52941176],

[0.47058824],

[0.35294118],

[0.35294118],

[0.23529412],

[0.64705882],

[0.23529412],

[0.23529412],

[0.23529412],

[0.17647059],

[0.29411765],

[0.47058824],

[0.05882353],

[0.47058824],

[0.17647059],

[0.23529412],

[0.35294118],

[0.41176471],

[0.17647059],

[0.35294118],

[0.70588235],

x\_test

[0.88235294],

[0.52941176],

[0.64705882],

[0.41176471],

[0.29411765],

[0.64705882],

[0.94117647],

[0.23529412],

[0.05882353],

[0.82352941],

[0.70588235],

[0.47058824],

[0.29411765],

[0.41176471],

[0.35294118],

[0.70588235],

[0.58823529],

[0.41176471],

[0.05882353],

[0.23529412],

[0.94117647],

[0.35294118],

[0.41176471],

[0.58823529],

[0.47058824],

[0.41176471],

[0.05882353],

[0.52941176],

[0.29411765],

[0. ],

[0.35294118],

[0.29411765],

[0.52941176],

[0.35294118],

[0.70588235],

[0.35294118],

[0.88235294],

[0.35294118],

[0.52941176],

[0.58823529],

[0.35294118],

[0.17647059],

[0.23529412]])

array([[1. , 0.35135135, 0.37078652, 0.21052632, 0.08948413,

|  |  |
| --- | --- |
| 0.08160377, 0.06828812, | 0.09045226, 0.17647059], |
| [1. , 0.94594595, | 0.94382022, 0.92105263, 0.76448413, |
| 0.66226415, 1. , | 0.58291457, 0.58823529], |
| [0. , 0.59459459, | 0.60674157, 0.44736842, 0.25297619, |

0.23632075,

|  |  |  |  |
| --- | --- | --- | --- |
| 0.23386342, | 0.21105528, | 0.35294118], |  |
| 0.54054054, | 0.53932584, | 0.47368421, | 0.19543651, |
| 0.23666978, | 0.15577889, | 0.17647059], |  |
| 0.26126126, | 0.25842697, | 0.23684211, | 0.04503968, |
| 0.0767072 , | 0.04020101, | 0.23529412], |  |
| 0.7027027 , | 0.71910112, | 0.63157895, | 0.39424603, |
| 0.48924228, | 0.29145729, | 0.35294118], |  |
| 0.45945946, | 0.38202247, | 0.28947368, | 0.12757937, |
| 0.13283442, | 0.11055276, | 0.23529412], |  |
| 0.52252252, | 0.49438202, | 0.42105263, | 0.19246032, |
| 0.1898971 , | 0.14723618, | 0.35294118], |  |
| 0.57657658, | 0.56179775, | 0.5 , | 0.20297619, |
| 0.1655753 , | 0.18090452, | 0.41176471], |  |
| 0.83783784, | 0.86516854, | 0.78947368, | 0.53234127, |
| 0.55846586, | 0.44221106, | 0.35294118], |  |
| 0.6036036 , | 0.61797753, | 0.36842105, | 0.23611111, |
| 0.28718428, | 0.16582915, | 0.29411765], |  |
| 0.18018018, | 0.14606742, | 0.10526316, | 0.01706349, |
| 0.03180543, | 0.0201005 , | 0.05882353], |  |
| 0.72072072, | 0.78651685, | 0.73684211, | 0.3609127 , |
| 0.36202058, | 0.28643216, | 0.58823529], |  |
| 0.71171171, | 0.71910112, | 0.5 , | 0.38035714, |
| 0.26753976, | 0.30150754, | 0.47058824], |  |
| 0.72972973, | 0.70786517, | 0.52631579, | 0.36150794, |
| 0.45930776, | 0.27638191, | 0.29411765], |  |
| 0.67567568, | 0.66292135, | 0.44736842, | 0.29285714, |
| 0.26753976, | 0.25125628, | 0.70588235], |  |
| 0.91891892, | 0.94382022, | 0.71052632, | 0.7015873 , |
| 0.72217025, | 0.44723618, | 0.88235294], |  |
| 0.76576577, | 0.78651685, | 0.65789474, | 0.48888889, |
| 0.51730589, | 0.40201005, | 0.76470588], |  |
| 0.5045045 , | 0.50561798, | 0.34210526, | 0.19543651, |
| 0.20579981, | 0.13567839, | 0.23529412], |  |
| 0.78378378, | 0.71910112, | 0.81578947, | 0.42380952, |
| 0.52946679, | 0.30653266, | 0.52941176], |  |
| 0.81081081, | 0.7752809 , | 0.71052632, | 0.39146825, |
| 0.38821328, | 0.31658291, | 0.35294118], |  |
| 0.57657658, | 0.56179775, | 0.44736842, | 0.20595238, |
| 0.18896165, | 0.16482412, | 0.35294118], |  |
| 0.3963964 , | 0.37078652, | 0.28947368, | 0.06865079, |
| 0.07202993, | 0.06532663, | 0.17647059], |  |
| 0.72972973, | 0.74157303, | 0.65789474, | 0.43412698, |
| 0.32179607, | 0.4321608 , | 0.52941176], |  |
| 0.5045045 , | 0.48314607, | 0.34210526, | 0.15138889, |
| 0.19831618, | 0.12562814, | 0.17647059], |  |
| 0.36036036, | 0.30337079, | 0.18421053, | 0.07301587, |
| 0.08325538, | 0.06030151, | 0.11764706], |  |
| 0.73873874, | 0.7752809 , | 0.57894737, | 0.37301587, |
| 0.39289055, | 0.34170854, | 0.41176471], |  |
| 0.81081081, | 0.80898876, | 0.78947368, | 0.47142857, |

[1. ,

0.17971698,

[0.5 ,

0.04009434,

[0. ,

0.39481132,

[0.5 ,

0.12311321,

[1. ,

0.20141509,

[1. ,

0.19528302,

[0. ,

0.46792453,

[1. ,

0.27783019,

[0.5 ,

0.01698113,

[1. ,

0.36650943,

[0. ,

0.35518868,

[0. ,

0.35283019,

[0. ,

0.26745283,

[0. ,

0.75896226,

[1. ,

0.44622642,

[0. ,

0.21367925,

[0. ,

0.44386792,

[0. ,

0.4009434 ,

[0. ,

0.22122642,

[0.5 ,

0.07264151,

[0. ,

0.27169811,

[1. ,

0.15990566,

[1. ,

0.075 ,

[1. ,

0.35330189,

[1. ,

|  |  |  |  |
| --- | --- | --- | --- |
| 0.50471698, | 0.54256314, | 0.34673367, | 0.52941176], |
| [0. , | 0.62162162, | 0.66292135, | 0.52631579, 0.29206349, |
| 0.27688679, | 0.31057063, | 0.24623116, | 0.58823529], |
| [0.5 , | 0.07207207, | 0.04494382, | 0.05263158, 0.0047619 , |
| 0.00660377, | 0.01122544, | 0.00502513, | 0. ], |
| [0.5 , | 0.33333333, | 0.33707865, | 0.23684211, 0.10337302, |
| 0.07971698, | 0.06173994, | 0.10552764, | 0.17647059], |
| [0. , | 0.59459459, | 0.60674157, | 0.52631579, 0.25059524, |
| 0.23207547, | 0.31618335, | 0.21105528, | 0.23529412], |
| [1. , | 0.75675676, | 0.7752809 , | 0.55263158, 0.40595238, |
| 0.40660377, | 0.47801684, | 0.31658291, | 0.64705882], |
| [1. , | 0.53153153, | 0.51685393, | 0.34210526, 0.15912698, |
| 0.15235849, | 0.18802619, | 0.16582915, | 0.29411765], |
| [0. , | 0.71171171, | 0.69662921, | 0.60526316, 0.3609127 , |
| 0.39339623, | 0.38821328, | 0.26130653, | 0.47058824], |
| [0. , | 0.74774775, | 0.74157303, | 0.68421053, 0.35813492, |
| 0.33443396, | 0.494855 , | 0.28140704, | 0.29411765], |
| [1. , | 0.97297297, | 0.92134831, | 0.65789474, 0.76547619, |
| 0.71320755, | 0.47614593, | 0.77386935, | 0.82352941], |
| [0.5 , | 0.28828829, | 0.28089888, | 0.21052632, 0.06944444, |
| 0.0745283 , | 0.06173994, | 0.04522613, | 0.17647059], |
| [1. , | 0.76576577, | 0.7752809 , | 0.63157895, 0.5109127 , |
| 0.375 , | 0.42563143, | 0.57286432, | 1. ], |
| [0. , | 0.67567568, | 0.6741573 , | 0.65789474, 0.30634921, |

0.26698113, 0.33021515, 0.27135678, 0.41176471]])

y\_test

array([[0.17647059],

[0.58823529],

[0.35294118],

[0.17647059],

[0.23529412],

[0.35294118],

[0.23529412],

[0.35294118],

[0.41176471],

[0.35294118],

[0.29411765],

[0.05882353],

[0.58823529],

[0.47058824],

[0.29411765],

[0.70588235],

[0.88235294],

[0.76470588],

[0.23529412],

[0.52941176],

[0.35294118],

[0.35294118],

[0.17647059],

[0.52941176],

[0.17647059],

[0.11764706],

[0.41176471],

[0.52941176],

[0.58823529],

[0. ],

[0.17647059],

[0.23529412],

[0.64705882],

[0.29411765],

[0.47058824],

[0.29411765],

[0.82352941],

[0.17647059],

[1. ],

[0.41176471]])

print(x\_scaled.shape) print(y\_scaled.shape) print(x\_train.shape) print(y\_train.shape) print(x\_test.shape) print(y\_test.shape)

(200, 9)

(200, 1)

(160, 9)

(160, 1)

(40, 9)

(40, 1)

# Build the Model

from sklearn.linear\_model import LinearRegression mlr = LinearRegression()

mlr.fit(x\_train,y\_train) LinearRegression()

# Train the Model

1. **Test the Model**

prediction = mlr.predict(x\_test) prediction

array([[1.76470588e-01], [5.88235294e-01], [3.52941176e-01],

[1.76470588e-01], [2.35294118e-01], [3.52941176e-01], [2.35294118e-01], [3.52941176e-01], [4.11764706e-01], [3.52941176e-01], [2.94117647e-01], [5.88235294e-02], [5.88235294e-01], [4.70588235e-01], [2.94117647e-01], [7.05882353e-01], [8.82352941e-01], [7.64705882e-01], [2.35294118e-01], [5.29411765e-01], [3.52941176e-01], [3.52941176e-01], [1.76470588e-01], [5.29411765e-01], [1.76470588e-01], [1.17647059e-01], [4.11764706e-01], [5.29411765e-01], [5.88235294e-01], [2.20691474e-16], [1.76470588e-01], [2.35294118e-01], [6.47058824e-01], [2.94117647e-01], [4.70588235e-01], [2.94117647e-01], [8.23529412e-01], [1.76470588e-01], [1.00000000e+00], [4.11764706e-01]])

prediction.astype(int)

array([[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[1],

[0]])

y\_test.astype(int) array([[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[1],

[0]])

# Measure the performance using Metrics.

from sklearn.metrics import r2\_score r2\_score(prediction,y\_test)

1.0

from sklearn.preprocessing import PolynomialFeatures plr = PolynomialFeatures(degree=2)

x\_poly = plr.fit\_transform(x) x\_poly

array([[1.00000e+00, 2.00000e+00, 4.55000e-01, ..., 2.25000e-02, 2.25000e+00, 2.25000e+02],

[1.00000e+00, 2.00000e+00, 3.50000e-01, ..., 4.90000e-03, 4.90000e-01, 4.90000e+01],

[1.00000e+00, 0.00000e+00, 5.30000e-01, ..., 4.41000e-02, 1.89000e+00, 8.10000e+01],

...,

[1.00000e+00, 2.00000e+00, 6.40000e-01, ..., 2.16225e-01, 7.44000e+00, 2.56000e+02],

[1.00000e+00, 2.00000e+00, 5.60000e-01, ..., 6.76000e-02, 3.90000e+00, 2.25000e+02],

[1.00000e+00, 2.00000e+00, 5.85000e-01, ..., 8.12250e-02, 2.85000e+00, 1.00000e+02]])

# Abalone Age Prediction

1. **LinearRegression**

from sklearn.linear\_model import LinearRegression lr = LinearRegression()

lr.fit(x\_poly,y) LinearRegression()

lr.predict(plr.transform([[1,0.350,0.410,0.185,1.3035,0.3635,0.1010,0. 285,16]]))

/home/lokesh/anaconda3/lib/python3.9/site-packages/sklearn/ base.py:450: UserWarning: X does not have valid feature names, but PolynomialFeatures was fitted with feature names

warnings.warn( array([[17.5]])

# Ridge

from sklearn.linear\_model import Ridge r = Ridge()

r.fit(x,y) Ridge()

r.predict([[1,0.350,0.410,0.185,1.3035,0.3635,0.1010,0.285,16]])

/home/lokesh/anaconda3/lib/python3.9/site-packages/sklearn/ base.py:450: UserWarning: X does not have valid feature names, but Ridge was fitted with feature names

warnings.warn( array([[17.49624459]])

# Lasso

from sklearn.linear\_model import Lasso l = Lasso()

l.fit(x,y) Lasso()

l.predict([[1,0.350,0.410,0.185,1.3035,0.3635,0.1010,0.285,16]])

/home/lokesh/anaconda3/lib/python3.9/site-packages/sklearn/ base.py:450: UserWarning: X does not have valid feature names, but Lasso was fitted with feature names

warnings.warn( array([17.08721342])